Mocking Dependencies in Spring Tests using Mockito

Exercise 1: Mocking a Service Dependency in a Controller Test

**File: User.java**

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

@Entity

public class User {

@Id

private Long id;

private String name;

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**File: UserService.java**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

@Service

public class UserService {

@Autowired

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**File: UserController.java**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/users")

public class UserController {

@Autowired

private UserService userService;

@GetMapping("/{id}")

public ResponseEntity<User> getUser(@PathVariable Long id) {

return ResponseEntity.ok(userService.getUserById(id));

}

}

**File: UserControllerTest.java**

import org.junit.jupiter.api.Test;

import org.springframework.boot.test.autoconfigure.web.servlet.WebMvcTest;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.mock.mockito.MockBean;

import org.springframework.test.web.servlet.MockMvc;

import static org.mockito.Mockito.\*;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

import org.springframework.http.MediaType;

@WebMvcTest(UserController.class)

public class UserControllerTest {

@Autowired

private MockMvc mockMvc;

@MockBean

private UserService userService;

@Test

void testGetUserById() throws Exception {

User user = new User();

user.setId(1L);

user.setName("Meena");

when(userService.getUserById(1L)).thenReturn(user);

mockMvc.perform(get("/users/1")

.accept(MediaType.APPLICATION\_JSON))

.andExpect(status().isOk())

.andExpect(jsonPath("$.id").value(1))

.andExpect(jsonPath("$.name").value("Meena"));

}

}

**OUTPUT:**
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Exercise 2: Mocking a Repository in a Service Test

**File: User.java**

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

@Entity

public class User {

@Id

private Long id;

private String name;

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**File: UserRepository.java**

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {

}

**File: UserService.java**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

@Service

public class UserService {

@Autowired

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**File: UserServiceTest.java**

import org.junit.jupiter.api.Test;

import org.springframework.boot.test.context.SpringBootTest;

import org.springframework.boot.test.mock.mockito.MockBean;

import org.springframework.beans.factory.annotation.Autowired;

import java.util.Optional;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

@SpringBootTest

public class UserServiceTest {

@Autowired

private UserService userService;

@MockBean

private UserRepository userRepository;

@Test

void testGetUserById() {

User user = new User();

user.setId(1L);

user.setName("Meena");

when(userRepository.findById(1L)).thenReturn(Optional.of(user));

User result = userService.getUserById(1L);

assertNotNull(result);

assertEquals("Meena", result.getName());

}

}

**OUTPUT:**

![](data:image/png;base64,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)

Exercise 3: Mocking a Service Dependency in an Integration Test

**File: User.java**

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

@Entity

public class User {

@Id

private Long id;

private String name;

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

}

**File: UserService.java**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

@Service

public class UserService {

@Autowired

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**File: UserController.java**

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

@RestController

@RequestMapping("/users")

public class UserController {

@Autowired

private UserService userService;

@GetMapping("/{id}")

public ResponseEntity<User> getUser(@PathVariable Long id) {

return ResponseEntity.ok(userService.getUserById(id));

}

}

**File: UserIntegrationTest.java**

import org.junit.jupiter.api.Test;

import org.springframework.boot.test.context.SpringBootTest;

import org.springframework.boot.test.autoconfigure.web.servlet.AutoConfigureMockMvc;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.mock.mockito.MockBean;

import org.springframework.test.web.servlet.MockMvc;

import static org.mockito.Mockito.when;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.get;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

import org.springframework.http.MediaType;

@SpringBootTest

@AutoConfigureMockMvc

public class UserIntegrationTest {

@Autowired

private MockMvc mockMvc;

@MockBean

private UserService userService;

@Test

void testGetUserWithMockedService() throws Exception {

User user = new User();

user.setId(1L);

user.setName("Meena");

when(userService.getUserById(1L)).thenReturn(user);

mockMvc.perform(get("/users/1")

.accept(MediaType.APPLICATION\_JSON))

.andExpect(status().isOk())

.andExpect(jsonPath("$.id").value(1))

.andExpect(jsonPath("$.name").value("Meena"));

}

}

**OUTPUT:**
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